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BWT always performs a permutation of the original word.
It is not a bijection because it doesn't distinguish between cyclic shifts.
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Usage of BWT:
reversibility

+ clustering effect
+ linear-time algorithms for both bwt and bwt ${ }^{-1}$
$=$ good preprocessing for lossless data compressors (bzip2, 7-Zip,...)
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We present efficient solutions for both problems
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- A linear-time algorithm checks whether $w$ is a BWT image, and returns "for free" any given preimage of $w$;
- so, this algorithm can be used in BWT-based compression schemes to check the correctness of decompression when calculating the inverse BWT
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In general, constructing such an image is not easy. We present a quadratic-time algorithm.
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## Lemma

If a nonempty word has no global ascents, then we can delete one of its letters so that the new word will have no global ascents.

Stable sorting moves blocks of letters as a whole.

## Lemma

If we change the length of some block of letters by its shift under a stable sorting, this doesn't change neither the number of orbits of the sorting nor the GCD of the lengths of blocks.

The idea of the algorithm: remove letters until we obtain a BWT image, then return them as zero-length blocks and resize those blocks by their shifts
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The block $\mathrm{B}^{0}$ has zero shift and cannot be pumped Auxiliary step: pump an existing block (the last A, having the shift 1)


Now the block $\mathrm{B}^{0}$ has shift 1 and can be pumped to get DABAA

## An example

Let us construct a BWT image of the form $\mathrm{D}^{?} \mathrm{~A}^{?} \mathrm{C}^{?} \mathrm{~B}^{?} \mathrm{~B}^{\mathrm{A}}$ ?

- Deleting letters, we get DACBA $\rightarrow$ DABA $\rightarrow$ DAA (a BWT image)


The block $\mathrm{C}^{0}$ has shift 2 and can be pumped to get DACCBAA

One can check that $\mathrm{DACCBAA}=\mathrm{bwt}(\mathrm{AACBCAD})$.

## Open problems

- Improve the complexity of the above algorithm
- Construct the shortest possible BWT image with given order of letters

